**Studytonight – Algo test 1 – Aditya Jain**

1. **What is recurrence for worst case of QuickSort and what is the time complexity in Worst case?**

|  |
| --- |
| 1. Recurrence is T(n) = T(n-2) + O(n) and time complexity is O(n^2) |
| 1. **Recurrence is T(n) = T(n-1) + O(n) and time complexity is O(n^2)** |
| 1. Recurrence is T(n) = 2T(n/2) + O(n) and time complexity is O(nLogn) |
| 1. Recurrence is T(n) = T(n/10) + T(9n/10) + O(n) and time complexity is O(nLogn) |

Explanation: The worst case of QuickSort occurs when the picked pivot is always one of the corner elements in sorted array. In worst case, QuickSort recursively calls one subproblem with size 0 and other subproblem with size (n-1). So recurrence is T(n) = T(n-1) + T(0) + O(n)

1. **Suppose we have a O(n) time algorithm that finds median of an unsorted array. Now consider a QuickSort implementation where we first find median using the above algorithm, then use median as pivot. What will be the worst case time complexity of this modified QuickSort.**

|  |
| --- |
| 1. O(n^2 Logn) |
| 1. O(n^2) |
| 1. O(n Logn Logn) |
| 1. **O(nLogn)** |

Explanation: If we use median as a pivot element, then the recurrence for all cases becomes T(n) = 2T(n/2) + O(n) The above recurrence can be solved using Master Method. It falls in case 2 of master method.

1. **Given an unsorted array. The array has this property that every element in array is at most k distance from its position in sorted array where k is a positive integer smaller than size of array. Which sorting algorithm can be easily modified for sorting this array and what is the obtainable time complexity?**

|  |
| --- |
| 1. Insertion Sort with time complexity O(kn) |
| 1. **Heap Sort with time complexity O(nLogk)** |
| 1. Quick Sort with time complexity O(kLogk) |
| 1. Merge Sort with time complexity O(kLogk) |

1. **Which of the following is not true about comparison based sorting algorithms?**

|  |
| --- |
| 1. The minimum possible time complexity of a comparison based sorting algorithm is O(nLogn) for a random input array |
| 1. Any comparison based sorting algorithm can be made stable by using position as a criteria when two elements are compared |
| 1. Counting Sort is not a comparison based sorting algorithm 2. **Heap Sort is not a comparison based sorting algorithm.** |

1. **What is time complexity of fun()?**

|  |
| --- |
| int fun(int n)  {    int count = 0;    for (int i = n; i > 0; i /= 2)       for (int j = 0; j < i; j++)          count += 1;    return count;  } |

|  |
| --- |
| 1. O(n^2) |
| 1. O(nLogn) |
| 1. **O(n)** |
| 1. O(nLognLogn) |

Explanation: For a input integer n, the innermost statement of fun() is executed following times. n + n/2 + n/4 + ... 1 So time complexity T(n) can be written as T(n) = O(n + n/2 + n/4 + ... 1) = O(n) The value of count is also n + n/2 + n/4 + .. + 1

1. **What is the time complexity of fun()?**

|  |
| --- |
| int fun(int n)  {    int count = 0;    for (int i = 0; i < n; i++)       for (int j = i; j > 0; j--)          count = count + 1;    return count;  } |

|  |
| --- |
| 1. Theta (n) |
| 1. **Theta (n^2)** |
| 1. Theta (n\*Logn) |
| 1. Theta (nLognLogn) |

Explanation: The time complexity can be calculated by counting number of times the expression "count = count + 1;" is executed. The expression is executed 0 + 1 + 2 + 3 + 4 + .... + (n-1) times. Time complexity = Theta(0 + 1 + 2 + 3 + .. + n-1) = Theta (n\*(n-1)/2) = Theta(n^2)

1. **The recurrence relation capturing the optimal time of the Tower of Hanoi problem with n discs is.**

|  |
| --- |
| 1. T(n) = 2T(n – 2) + 2 |
| 1. T(n) = 2T(n – 1) + n |
| 1. T(n) = 2T(n/2) + 1 |
| 1. **T(n) = 2T(n – 1) + 1** |

**Explanation:** Following are the steps to follow to solve Tower of Hanoi problem recursively.

Let the three pegs be A, B and C. The goal is to move n pegs from A to C.

To move n discs from peg A to peg C:

move n-1 discs from A to B. This leaves disc n alone on peg A

move disc n from A to C

move n-1 discs from B to C so they sit on disc n

The recurrence function T(n) for time complexity of the above recursive solution can be written as following. T(n) = 2T(n-1) + 1

1. **Let w(n) and A(n) denote respectively, the worst case and average case running time of an algorithm executed on an input of size n. which of the following is ALWAYS TRUE?**

![C:\Users\MarkZuck\Desktop\complex.PNG](data:image/png;base64,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)

|  |
| --- |
| 1. A |
| 1. B |
| 1. **C** |
| 1. D |

Explanation: The worst case time complexity is always greater than or same as the average case time complexity.

1. **Which of the following is not O(n^2)?**

|  |
| --- |
| 1. (15^10) \* n + 12099 |
| 1. n^1.98 |
| 1. **n^3 / (sqrt(n))** |
| 1. (2^20) \* n |

Explanation: The order of growth of option c is n^2.5 which is higher than n^2.

1. **Which of the given options provides the increasing order of asymptotic complexity of functions f1, f2, f3 and f4?**

f1(n) = 2^n

f2(n) = n^(3/2)

f3(n) = nLogn

f4(n) = n^(Logn)

|  |
| --- |
| 1. **f3, f2, f4, f1** |
| 1. f3, f2, f1, f4 |
| 1. f2, f3, f1, f4 |
| 1. f2, f3, f4, f1 |

**11. Consider the following program fragment for reversing the digits in a given integer to obtain a new integer. Let n = D1D2…Dm**

int n, rev;

rev = 0;

while (n > 0)

{

rev = rev\*10 + n%10;

n = n/10;

}

**The loop invariant condition at the end of the ith iteration is:**

|  |
| --- |
| 1. **n = D1D2….Dm-i and rev = DmDm-1…Dm-i+1** |
| 1. n = Dm-i+1…Dm-1Dm and rev = Dm-1….D2D1 |
| 1. n != rev |
| 1. n = D1D2….Dm and rev = DmDm-1…D2D1 |

**Explanation:** We can get it by taking an example like n = 54321. After 2 iterations, rev would be 12 and n would be 543.

**12. What is the best time complexity of bubble sort?**

|  |
| --- |
| 1. N^2 |
| 1. NlogN |
| 1. **N** |
| 1. N(logN)^2 |

Explanation: The bubble sort is at its best if the input data is sorted. i.e. If the input data is sorted in the same order as expected output. This can be achieved by using one boolean variable. The boolean variable is used to check whether the values are swapped at least once in the inner loop.

**13. What is the worst case time complexity of insertion sort where position of the data to be inserted is calculated using binary search?**

|  |
| --- |
| 1. N |
| 1. NlogN |
| 1. **N^2** |
| 1. N(logN)^2 |

14. **The tightest lower bound on the number of comparisons, in the worst case, for comparison-based sorting is of the order of**

|  |
| --- |
| 1. N |
| 1. N^2 |
| 1. **NlogN** |
| 1. N(logN)^2 |

Explanation:

The number of comparisons that a comparison sort algorithm requires increases in proportion to Nlog(N), where N is the number of elements to sort. This bound is asymptotically tight: Given a list of distinct numbers (we can assume this because this is a worst-case analysis), there are N factorial permutations exactly one of which is the list in sorted order. The sort algorithm must gain enough information from the comparisons to identify the correct permutations. If the algorithm always completes after at most f(N) steps, it cannot distinguish more than 2^f(N) cases because the keys are distinct and each comparison has only two possible outcomes. Therefore, 2^f(N) >= N! or equivalently f(N) >= log(N!). Since log(N!) is Omega(NlogN), the answer is NlogN.

**15. In a modified merge sort, the input array is splitted at a position one-third of the length(N) of the array. What is the worst case time complexity of this merge sort?**

|  |
| --- |
| 1. N(logN base 3) |
| 1. N(logN base 2/3) |
| 1. N(logN base 1/3) |
| 1. **N(logN base 3/2)** |

**Explanation:** The time complexity is given by: T(N) = T(N/3) + T(2N/3) + N Solving the above recurrence relation gives, T(N) = N(logN base 3/2)